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# Вступление.

Задача упаковки в контейнеры заключается в упаковке предметов заранее определённой формы в конечное число контейнеров заданной формы таким способом, чтобы количество используемых контейнеров было наименьшим. С математической точки зрения для одномерного случая данную задачу можно сформулировать как: дан конечный набор чисел О (размер предметов) и константа С (размер контейнера). Вопрос: найти разбиение множества О на N подмножеств таких, чтобы сумма элементов в каждом подмножестве не превосходила константу С и N было минимальным.

Существует множество разновидностей задачи упаковки в контейнеры: двумерная упаковка, линейная упаковка, упаковка по весу, упаковка по стоимости и т.д. Интерес к решению проблем такого класса растёт, потому что похожие вопросы появляются и в других видах оптимизационных задач. Также задача упаковки в контейнеры применяется в разных областях: оптимальное заполнение контейнеров, загрузка грузовиков с ограничением по весу, создание резервных копий на съёмных носителях и во многих других.

Данная задача является NP-трудной, так как сводится к простому перебору всех возможных комбинаций предметов и поиска среди них лучшей. Как результат, использование точного алгоритма перебора возможно только для задач небольших размерностей.

Конечно, эта проблема не нова и уже существует много различных подходов к её решению. К сожалению, большинство из используемых алгоритмов дают далеко не оптимальные результаты. В статье [1] предложен новый подход к решению задач упаковки в контейнеры. Авторы используют генетический алгоритм и предлагают не усовершенствовать имеющиеся жадные эвристики, а пробовать их комбинировать, то есть подбирать эвристику, которая лучше подходит для данного этапа решения задачи.

Целью данной работы является улучшение алгоритма, предложенного Peter Ross. Была выбрана задача упаковки одномерных предметов, то есть предметов, имеющих только ценность. Для достижения цели нужно решить следующие задачи:

1. Рассмотреть существующие подходы к решению задач упаковки в контейнеры;
2. Изучить генетические алгоритмы;
3. Реализовать алгоритм предложенной в статье [1];
4. Усовершенствовать существующий алгоритм.

# Существующие подходы.

Самыми популярными алгоритмами решения задач упаковки в контейнеры являются жадные эвристики, которые дают приблизительное решение, но работают за приемлемое время.

Среди них самыми популярными алгоритмами являются Next-Fit-Decreasing, Largest-Fit-Decreasing и Best-Fit-Decreasing. Первым шагом во всех этих алгоритмах является сортировка по убыванию упаковываемых элементов.

Next-Fit-Decreasing – алгоритм, в котором предмет упаковывается в текущую корзину, если это возможно, если нет, то открывается новая корзина и предмет упаковывается в неё. Данный алгоритм обычно показывает плохой результат, но зато работает быстро, потому что ему нужен всего лишь один проход по всем элементам.

Суть Largest-Fit-Decreasing алгоритма состоит в том, что предметы помещаются в первую корзину, в которую подходят. Новая корзина открывается, когда предмет не помещается ни в одну из предыдущих.

Последний алгоритм упаковывает предмет не в первую подходящую корзину, как в предыдущем алгоритме, а в лучшую, то есть туда, где остаётся минимум места после упаковки текущего предмета.

Две последние эвристики являются одними из самых лучших в плане качества упаковки, но более трудоёмкими и затратными по времени. Производительность этих алгоритмов ниже, чем у первого, так как на каждом шагу приходится рассматривать все корзины.

В статье [1] используются 8 эвристик и генетический алгоритм, который определяет для состояний задачи подходящую эвристику.

# Генетические алгоритмы.

Генетические алгоритмы – семейство вычислительных моделей основанных на эволюции. Эти алгоритмы кодируют возможное решение отдельных проблем на простых хромосомах в качестве структур данных и применяют рекомбинационные операции к этим структурам, чтобы сохранять важную информацию.[2]

Как уже говорилось выше, генетические алгоритмы используют для работы эволюционные принципы, среди которых наследственность, изменчивость и естественный отбор. Такие алгоритмы работают с популяцией особей. Популяция состоит из набора хромосом, в каждой из которых закодировано возможное решение задачи. Изначально популяция формируется случайным образом. Для оценки качества закодированных решений используется фитнесс функция, которая необходима для вычисления приспособленности каждой особи. По результатам фитнесс функции выбираются наиболее приспособленные особи для скрещевания. Скрещивание выбранных особей осуществляется с помощью генетического оператора кроссовера. Кроссовер происходит путём обмена хромосомной информацией между родительскими особями и отвечает за создание потомства. Потомки формируют новую популяцию, причём часть из них мутирует. Это значит, что хромосомная информация случайно изменяется.

Эволюция популяции состоит из последовательности следующих этапов: «Оценивание популяции (фитнесс функция)» → «Отбор лучших особей» → «Кроссовер» → «Мутация».

Мутация

Формирование начальной популяции

Оценка популяции – подсчёт фитнесс функции

Отбор лучших особей (селекция)

Кроссовер

Результат

Мутация

Рис. 1

Генетические алгоритмы широко применимы, довольно просты и способны из случайных данных, сгенерированных для первого поколения, создать отличное решение. Но у таких алгоритмов есть существенный минус, результаты решения одной проблемы могут сильно разниться, от близкого к оптимальному и до самого худшего.

# Генетический алгоритм для создания гипер-эвристики.

Эта глава описывает реализацию генетического алгоритма для построения гипер-эвристики применительно к задаче упаковки в контейнеры. Основой для этого метода служит подход, описанный в статье [1].

## Набор эвристик.

Чтобы создать гипер-эвристику, нужно определиться с набором основных эвристик.

1. Largest-Fit-Decreasing была описана выше.

![](data:image/png;base64,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)

Рис. 2

1. Next-Fit-Decreasing также была описана выше.
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Рис. 3

1. Djang and Finch's алгоритм (DJD). Он состоит в том, что сначала предметы сортируются по убыванию. Затем предметы помещаются в корзину до тех пор, пока не будет заполнена на 1/3. Затем алгоритм ищет один, два или три предмета, которые полностью заполнят эту корзину. Если таких комбинаций нет, то алгоритм пытается найти комбинации, которые заполнят корзину не до конца, а на её вместимость за вычетом единицы. Если алгоритм опять терпит неудачу, то он пытается заполнить корзину до её вместимости за вычетом двух. Это продолжается пока алгоритм не подберёт подходящую комбинацию из одного, двух или трёх предметов или не обнаружит, что её нет. Затем открывается новая корзина и действия повторяются.
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1. Djang and Finch, more tuples (DJT). Этот алгоритм модификация предыдущего. Здесь ищутся комбинации до пяти элементов, а не до трёх.

Также каждый из четырёх алгоритмов были соединены с фильтром. Его смысл заключается в том, что прежде, чем открыть новую корзину, нужно заполнить текущую предметами, которые туда ещё помещаются.

1. Largest-Fit-Decreasing + Filter.
2. Next-Fit-Decreasing + Filter.
3. DJD + Filter.
4. DJT + Filter.

Итого получается 8 эвриcтик, которые буду дальше использоваться.

## Определение состояния задачи.

Состояние задачи определяется пятью числами. Первые четыре делят неупакованные предметы на категории: огромные - huge (c/2 < s, где c – размер корзины, s – ценность предмета), большие - large (c/3 < s <= c/2), средние - medium (c/4 < s <= c/3) и маленькие - small (s <= c/4). Пятое число соответствует количеству предметов, которые нужно упаковать - remaining.

## Генетический алгоритм.

Чтобы реализовать генетический алгоритм для какой-то конкретной задачи, нужно определить специфичные факторы реализации. Среди них представление задачи в виде хромосом, операторы (кроссоверы и мутации), вычисление фитнесс функции.

### Представление.

Хромосомы состоят из блоков, каждый блок содержит 6 цифр: h, l, m, s, r, a. Первые пять показателей соответствуют параметрам, описанным в пункте 4.2. Число a соответствует одному из номеров алгоритмов, описанных выше, с которым ассоциируется состояние. Параметры h, l, m, s, r могут принимать значение от 0 до 1, параметр a от 1 до 8. Ниже приведён пример правил:

0.04381776799476611 0.3071077940462067 0.5566723183108393 0.2090000109624227 0.5895322462430618 6

0.027655155765654138 0.48032450080098 0.6824898133575289 0.07141361823487313 0.9579817305369669 7

0.35961575987485517 0.5655863809926466 0.4643678689430134 0.12090984871456734 0.059292037166342904 1

0.8474659924414678 0.007893759277902257 0.6690675219911826 0.49392253961733457 0.10314925092045146 6

Каждое состояние, описанное первыми пятью параметрами, соответствует точке в пятимерном пространстве. Блоки в хромосомах представляют собой точки. На каждом шагу решения применяется эвристика, ассоциирующаяся с блоком в хромосоме, котрый ближе всего лежит к текущему состоянию задачи.

### Операторы.

В описываемом генетическом алгоритме использется два вида скрещевания и три вида мутации.

Первый тип скрещивания – обычный кроссовер. Сначала выбирается случайный начальный блок, затем количество блоков. Хромосомы родители обмениваются выбранными блоками, результатом обмена являются две новые хромосомы – потомки.

Второй тип скрещивания работает на уровне блоков. Первый родитель имеет 90% вероятности, что первый ребёнок унаследует его блок, и 10%, что блок передастся второму ребёнку. Для второго родителя обратная ситуация. Оба кроссовера имеют одинаковую вероятность быть выбранными.

Три вида мутации: добавление блока, удаление блока и нормальная мутация. Первый вид мутации – случайно генерирует новый блок и добавляет его в хромосому. Все шесть чисел выбираются с помощью нормального распределения. Первые пять лежат в интервале [0;1], шестое число принимает целые значения от 1 до 8. Второй вид мутации –удаляет случайно выбранный блок в хромосоме. Нормальная мутация – заменяет случайный блок другим случайно сгенерированным.

Ребёнок имеет 10% шанс на мутацию. Если происходит мутацияя, то выбирается один из её типов: добавление и удаление блоков с 25% вероятность, нормальная мутация с 50%.
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### Фитнесс функция.

Фитнесс функция должна определять насколько хорошо хромосома решает задачи. В данном алгоритме фитнесс функция равна количеству корзин делённому на количество предметов, которые надо упаковать. Но так как хромосома должна хорошо решать не одну конкретную задачу, а быть довольно универсальной, имеет смысл брать среднее значение фитнесс функций за всё время жизни хромосомы.

### Работа генетического алгоритма.

На каждой итерации генетического алгоритма вся популяция делится на пары (родителей): первый из них – имеющий лучшие результаты, второй – выбирается случайным образом. Каждая пара создаёт по два потомка, потомки решают по четыре задачи, задачи назначаются случайно. Это позволяет определить начальные фитнесс функции. Затем два лучших ребёнка заменяют двух худших хромосом в популяции, вся популяция решает новую проблему и фитнесс функции пересчитываются. Этот процесс повторяется фиксированное число раз.

# Улучшение.

В ходе реализации и исследования генетического алгоритма описанного выше, было обнаружено, что существует некоторая зависимость в последовательности алгоритмов. Поэтому было внесено изменение в существующий алгоритм.

Помимо описанных в пункте 4.3.1 блоков в хромосому был добавлен ещё один блок, содержащий номер предыдущей запущенной эвристики. Пример новых правил приведён ниже:

0.7862245701392309 0.027068069542625084 0.5268779582474801 0.3363396143911175 0.2405005804890955 2 5

0.010817906297280855 0.08536020473708406 0.03358616507132661 0.4158758296858609 0.7216864705761187 4 5

0.8894735354569402 0.4774382509568219 0.9306689854113505 0.97478788025348 0.7471189197415535 1 4

0.24943527309044788 0.7438041716448902 0.5840478310615975 0.9495811613735354 0.8951749420248734 2 4

# Экспериментальные данные.

Генетические алгоритмы описанные выше были запущены по 20 раз, чтобы создать набор лучших хромосом. Размер популяции был 40, количество блоков в хромосоме 16, количество итераций 500 и 1000.

В случае 500 итераций было решено 20000 проблем, а в случае 1000 итераций было решено 40000 проблем, плюс 40 детей на каждой итерации решали 160 проблем.

Для тренировки и тестирования были сгенерированы данные. Количество предметов варьировалось от 500 до 800, размер корзин от 100 до 300.

Лучшая хромосома по итогам тренировки попадала в итоговой набор хромосом, который тестировался на тренировочных и тестовых задачах. Было создано по 4 итоговых набора хромосом для начального генетического алгоритма и для генетического алгоритма с улучшением. Эти наборы состояли из 5 и 10 лучших хромосом и были собраны на 500 и 1000 итерациях генетических алгоритмов.

Также были собраны данные о работе отдельных эвристик на тех же данных, чтобы впоследствии сравнить их с данными полученными с помощью гипер-эвристики.

# Результаты.

Результаты тестирования приведены в следующих таблицах. Результаты показывают, насколько процентов решение жадной эвристики или лучшего набора хромосом хуже идеальной упаковки.

Первая таблица показывает сравнение результатов работы лучших хромосом полученных с помощью генетических алгоритмов. Результаты сравнивались на трёх тестовых наборах данных: [7], [8] и [9]. Первый набор данных содержит 756 файлов, количество предметов в файлах варьируется от 50 до 500, размер корзины от 100 до 150, а веса предметов от 1 до 100. Второй набор данных содержит 300 файлов, количество предметов в файлах лежит в пределе от 50 до 500, размер корзины 1000, а веса предметов C/3, C/5, C/7, C/9, где C – размер корзины. В третьем наборе данных 10 файлов, в них содержится по 200 предметов, размер корзины 100000, а веса предметов от 20000 до 35000.

Обозначения в таблице: GA – хромосомы полученные с помощью начального генетического алгоритма, GAI – с помощью улучшенного. 500и – количество итераций генетического алгоритма, 5х – число лучших хромосом в итоговом наборе.

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | GA 500и, 5х | GA 500и, 10х | GA 1000и, 5х | GA 1000и, 10х | GAI 500и, 5х | GAI 500и, 10х | GAI 1000и, 5х | GAI 1000и, 10х |
| Test1 | 0.313 | 0.315 | 0.317 | 0.32 | 0.310 | 0.313 | 0.314 | 0.313 |
| Test2 | 3.51 | 3.54 | 3.51 | 3.56 | 3.47 | 3.42 | 3.51 | 3.47 |
| Test3 | 5.69 | 5.52 | 5.68 | 5.53 | 5.34 | 5.34 | 5.52 | 5.27 |

Таблица 1.

Вторая таблица показывает сравнение результатов отдельно взятых жадных эвристик и лучших наборов хромосом полученных с помощью обычного и улучшенного генетических алгоритмов.

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | GA | GAI | LFD | NFD | DJD | DJT | LFD + Filter | NFD + Filter | DJD + Filter | DJT + Filter |
| Test1 | 0.313 | 0.310 | 0.313 | 70.88 | 29.25 | 29.25 | 0.313 | 3.22 | 0.313 | 0.313 |
| Test2 | 3.51 | 3.42 | 3.47 | 20.78 | 7.28 | 7.19 | 3.47 | 6.52 | 3.53 | 3.53 |
| Test3 | 5.52 | 5.27 | 5.34 | 14.6 | 6.74 | 6.52 | 5.34 | 7.68 | 5.52 | 5.34 |

Таблица 2.

Из таблицы видно, что лучшие хромосомы генетических алгоритмов работают также как и лучшая отдельно взятая эвристика. Получается, что гипер-эвристика не даёт преимущества.

# Вывод.

К сожалению, полученные результаты не соответствуют ожиданиям. При определённой конфигурации улучшенная гипер-эвристика работает чуть лучше, чем лучшая жадная эвристика. Это может быть вызвано тем, что количество данных для обучения и их разнообразие было не большим. Также причиной таких результатов может быть недостаточное количество итераций в генетических алгоритмах, хотя в статье [1] оптимальным числом указано 500 поколений. С другой стороны к плюсам можно отнести тот факт, что улучшенная гипер-эвристика работает, лучше, чем изначальная.

Несмотря на слабые результаты, данное исследование даёт надежду и почву для дальнейших рассуждений. Возможно при увеличении количества тестовых данных, итераций генетического алгоритма и увеличении числа лучших хромосом в итоговом наборе, результаты будут соответствовать ожиданиям.
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# Приложение 1.

LargestFitDecreasing.java

//This is a java program to implement largest fit decreasing for 1D objects using N bins

public class LargestFitDecreasing {

public int startPacking(int[][] a, int[] bins, int size)

{

//bin packing

return binPacking(a, bins, size, a.length);

}

//a - array of elements, size - size of baskets, n - number of elements

public int binPacking(int[][] a, int[] bins, int size, int n)

{

for (int i = 0; i < n; i++)

for (int j = 0; j < bins.length; j++)

{

if (a[i][1] != 1)

{

if (bins[j] - a[i][0] >= 0)

{

bins[j] -= a[i][0];

a[i][1] = 1;

return j;

}

if (a[i][0] > size)

{

System.exit(1);

}

}

}

return -1;

}

}

GeneticAlgorithmWithImprovement.java

import java.io.BufferedOutputStream;

import java.io.BufferedReader;

import java.io.BufferedWriter;

import java.io.FileReader;

import java.io.FileWriter;

import java.io.IOException;

import java.io.OutputStream;

import java.nio.file.Files;

import java.nio.file.Path;

import java.nio.file.Paths;

import java.util.ArrayList;

import java.util.List;

public class GeneticAlgorithm {

public static final int POPULATION\_SIZE = 40;

public static final int NUMBER\_OF\_TASKS = 4;

public static final int NUMBER\_OF\_GA\_ITERATIONS = 1000;

public static final String FILE\_PATH = "C:\\data\_for\_binpacking\\improve\_results\\result";

public static final int NUMBER\_OF\_FILES = 750;

public static final String DATA\_PATH = "C:\\data\_for\_binpacking\\data\\";

public static int size;

List<Chromosome> population;

List<Chromosome> childrens;

public int[][] readFile(String fileName){

BufferedReader br = null;

FileReader fr = null;

int n = 0;

int[][] elements = null;

try {

fr = new FileReader(fileName);

br = new BufferedReader(fr);

String sCurrentLine;

br = new BufferedReader(new FileReader(fileName));

int i = 0;

String str = null;

while ((sCurrentLine = br.readLine()) != null) {

if (sCurrentLine.contains("Bin size:"))

{

str = sCurrentLine.substring(10, sCurrentLine.length());

size = Integer.parseInt(str);

}

else if (sCurrentLine.contains("Number of elements:"))

{

str = sCurrentLine.substring(20, sCurrentLine.length());

n = Integer.parseInt(str);

elements = new int[n][2];

}

else

{

elements[i][0] = Integer.parseInt(sCurrentLine);

elements[i][1] = 0;

i++;

}

}

} catch (IOException e) {

e.printStackTrace();

} finally {

try {

if (br != null)

br.close();

if (fr != null)

fr.close();

} catch (IOException ex) {

ex.printStackTrace();

}

}

System.out.println("size = " + size);

System.out.println("n = " + n);

return elements;

}

public void writeFile(int num) throws IOException

{

String s = "";

for (int i = 0; i < population.size(); i++)

{

s = s + "population " + i + " fitness " + population.get(i).fitness + " years " + population.get(i).years + " length " + population.get(i).chromosome.size() + "\n";

}

s = s + "\n";

String path = FILE\_PATH + num + ".txt";

FileWriter writer = new FileWriter(path);

writer.write(s);

writer.flush();

writer.close();

}

public void go(int num) throws IOException{

initializePopulation();

childrens = new ArrayList<Chromosome>();

for (int i = 0; i < NUMBER\_OF\_GA\_ITERATIONS; i++)

{

int[] flag = new int[population.size()];

for (int j = 0; j < population.size(); j++)

{

flag[j] = 0;

}

for (int j = 0; j < population.size()/2; j++)

{

int tmp = (int)(Math.random() \* 2);

if (tmp == 0)

{

first\_crossover(findTheBest(population, flag), findRandom(population, flag));

}

else

{

second\_crossover(findTheBest(population, flag), findRandom(population, flag));

}

}

for (int j = 0; j < population.size(); j++)

{

flag[j] = 0;

}

for (int j = 0; j < childrens.size(); j++)

{

for (int k = 0; k < NUMBER\_OF\_TASKS; k++)

{

int tmp = (int)(Math.random() \* NUMBER\_OF\_FILES);

String fileName = DATA\_PATH + (tmp+1) + ".txt";

int[][]elements = readFile(fileName);

childrens.get(j).solveProblem(elements, size,0);

}

}

int[] flagss = new int[population.size()];

for (int j = 0; j < population.size(); j++)

{

flagss[j] = 0;

}

int[] flagsss = new int[childrens.size()];

for (int j = 0; j < childrens.size(); j++)

{

flagsss[j] = 0;

}

Chromosome theworst1 = findTheWorst(population, flagss);

Chromosome theworst2 = findTheWorst(population, flagss);

Chromosome thebest1 = findTheBest(childrens, flagsss);

Chromosome thebest2 = findTheBest(childrens, flagsss);

if (theworst1.fitness > thebest1.fitness && theworst2.fitness > thebest2.fitness

|| theworst1.fitness > thebest2.fitness && theworst2.fitness > thebest1.fitness)

{

population.remove(theworst1);

population.add(thebest1);

population.remove(theworst2);

population.add(thebest2);

}

else if (theworst1.fitness > thebest1.fitness)

{

population.remove(theworst1);

population.add(thebest1);

}

else if (theworst1.fitness > thebest2.fitness)

{

population.remove(theworst1);

population.add(thebest2);

}

else if (theworst2.fitness > thebest2.fitness)

{

population.remove(theworst2);

population.add(thebest2);

}

else if (theworst2.fitness > thebest1.fitness)

{

population.remove(theworst2);

population.add(thebest1);

}

childrens.clear();

int x = (int)(Math.random() \* NUMBER\_OF\_FILES);

String fileName = DATA\_PATH + (x+1) + ".txt";

int[][]elements = readFile(fileName);

for (int j = 0; j < population.size(); j ++)

{

population.get(j).solveProblem(elements, size,0);

for (int k = 0; k < elements.length; k++)

{

elements[k][1] = 0;

}

}

}

int[] flags = new int[population.size()];

for (int j = 0; j < population.size(); j++)

{

flags[j] = 0;

}

writeFile(num);

}

public Chromosome findTheBest(List<Chromosome> popul, int[] flag)

{

Chromosome tmp = new Chromosome(0);

tmp.fitness = 1000000000;

int x = 0;

for (int i = 0; i < popul.size(); i++)

{

if ((flag[i] != 1) && (popul.get(i).fitness < tmp.fitness))

{

tmp = popul.get(i);

x = i;

}

if (popul.get(i).fitness == tmp.fitness)

{

int t = (int)(Math.random() \* 2);

if (t == 1)

{

tmp = popul.get(i);

x = i;

}

}

}

flag[x] = 1;

return popul.get(x);

}

public int findTheLastTheBest(List<Chromosome> popul, int[] flag)

{

Chromosome tmp = new Chromosome(0);

tmp.fitness = 1000000000;

int x = 0;

for (int i = 0; i < popul.size(); i++)

{

if ((flag[i] != 1) && (popul.get(i).fitness < tmp.fitness))

{

tmp = popul.get(i);

x = i;

}

if (popul.get(i).fitness == tmp.fitness)

{

int t = (int)(Math.random() \* 2);

if (t == 1)

{

tmp = popul.get(i);

x = i;

}

}

}

flag[x] = 1;

return x;

}

public Chromosome findTheWorst(List<Chromosome> popul, int[] flag)

{

Chromosome tmp = new Chromosome(0);

tmp.fitness = 0;

int x = 0;

for (int i = 0; i < popul.size(); i++)

{

if ((flag[i] != 1) && (popul.get(i).fitness > tmp.fitness))

{

tmp = popul.get(i);

x = i;

}

if (popul.get(i).fitness == tmp.fitness)

{

int t = (int)(Math.random() \* 2);

if (t == 1)

{

tmp = popul.get(i);

x = i;

}

}

}

flag[x] = 1;

return popul.get(x);

}

public Chromosome findRandom(List<Chromosome> popul, int[] flag)

{

int tmp = 0;

while (true)

{

tmp = (int)(Math.random() \* popul.size());

if (flag[tmp] != 1)

{

flag[tmp] = 1;

return popul.get(tmp);

}

}

}

public void initializePopulation(){

String fileName = "C:\\data\_for\_binpacking\\new\_data\\1.txt";

int[][]elements = readFile(fileName);

population = new ArrayList<Chromosome>();

for (int i = 0; i < POPULATION\_SIZE; i++)

{

Chromosome tmp = new Chromosome(1);

tmp.solveProblem(elements, size,0);

population.add(tmp);

for (int j = 0; j < elements.length; j++)

{

elements[j][1] = 0;

}

}

}

void first\_crossover(Chromosome parent1, Chromosome parent2) {

Chromosome children1 = new Chromosome(0);

Chromosome children2 = new Chromosome(0);

int div = (int)(Math.random() \* parent1.chromosome.size());

while (div >= parent1.chromosome.size()-1 || div >= parent2.chromosome.size()-1)

{

div = (int)(Math.random() \* parent1.chromosome.size());

}

int count = (int)(Math.random() \* parent1.chromosome.size());

while (count >= parent1.chromosome.size()-1 || count >= parent2.chromosome.size()-1)

{

count = (int)(Math.random() \* parent1.chromosome.size());

}

for (int i = 0; i < parent1.chromosome.size(); i++)

{

children1.chromosome.add(parent1.chromosome.get(i));

}

for (int i = 0; i < parent2.chromosome.size(); i++)

{

children2.chromosome.add(parent2.chromosome.get(i));

}

for (int i = 0; i < count; i++)

{

if ((div + i >= children1.chromosome.size()) && (div + i >= parent2.chromosome.size()))

{

children1.chromosome.set((div + i) - children1.chromosome.size(), parent2.chromosome.get((div + i) - parent2.chromosome.size()));

}

else if (div + i >= children1.chromosome.size())

{

children1.chromosome.set((div + i) - children1.chromosome.size(), parent2.chromosome.get(div + i));

}

else if (div + i >= parent2.chromosome.size())

{

children1.chromosome.set((div + i), parent2.chromosome.get((div + i) - parent2.chromosome.size()));

}

else

{

children1.chromosome.set((div + i), parent2.chromosome.get(div + i));

}

}

for (int i = 0; i < count; i++)

{

if ((div + i >= children2.chromosome.size()) && (div + i >= parent1.chromosome.size()))

{

children2.chromosome.set((div + i) - children2.chromosome.size(), parent1.chromosome.get((div + i) - parent1.chromosome.size()));

}

else if (div + i >= children2.chromosome.size())

{

children2.chromosome.set((div + i) - children2.chromosome.size(), parent1.chromosome.get(div + i));

}

else if (div + i >= parent1.chromosome.size())

{

children2.chromosome.set((div + i), parent1.chromosome.get((div + i) - parent1.chromosome.size()));

}

else

{

children2.chromosome.set((div + i), parent1.chromosome.get(div + i));

}

}

int tmp = (int)(Math.random() \* 10);

if (tmp == 0)

{

tmp = (int)(Math.random() \* 20);

if (tmp < 5)

{

first\_mutate(children1);

}

else if (tmp < 10)

{

second\_mutate(children1);

}

else

{

third\_mutate(children1);

}

}

tmp = (int)(Math.random() \* 10);

if (tmp == 0)

{

tmp = (int)(Math.random() \* 20);

if (tmp < 5)

{

first\_mutate(children2);

}

else if (tmp < 10)

{

second\_mutate(children2);

}

else

{

third\_mutate(children2);

}

}

childrens.add(children1);

childrens.add(children2);

}

void second\_crossover(Chromosome parent1, Chromosome parent2) {

Chromosome children1 = new Chromosome(0);

Chromosome children2 = new Chromosome(0);

int tmp = 0;

if (parent1.chromosome.size() > parent2.chromosome.size())

{

tmp = parent1.chromosome.size();

}

else

{

tmp = parent2.chromosome.size();

}

for (int i = 0; i < tmp; i ++)

{

int var = (int)(Math.random() \* 10);

if (var == 9)

{

if ((parent1.chromosome.size() > i) && (parent2.chromosome.size() > i))

{

children1.chromosome.add(parent2.chromosome.get(i));

children2.chromosome.add(parent1.chromosome.get(i));

}

else if (parent1.chromosome.size() > i)

{

children2.chromosome.add(parent1.chromosome.get(i));

}

else if (parent2.chromosome.size() > i)

{

children1.chromosome.add(parent2.chromosome.get(i));

}

}

else

{

if ((parent1.chromosome.size() > i) && (parent2.chromosome.size() > i))

{

children1.chromosome.add(parent1.chromosome.get(i));

children2.chromosome.add(parent2.chromosome.get(i));

}

else if (parent1.chromosome.size() > i)

{

children1.chromosome.add(parent1.chromosome.get(i));

}

else if (parent2.chromosome.size() > i)

{

children2.chromosome.add(parent2.chromosome.get(i));

}

}

}

tmp = (int)(Math.random() \* 10);

if (tmp == 0)

{

tmp = (int)(Math.random() \* 20);

if (tmp < 5)

{

first\_mutate(children1);

}

else if (tmp < 10)

{

second\_mutate(children1);

}

else

{

third\_mutate(children1);

}

}

tmp = (int)(Math.random() \* 10);

if (tmp == 0)

{

tmp = (int)(Math.random() \* 20);

if (tmp < 5)

{

first\_mutate(children2);

}

else if (tmp < 10)

{

second\_mutate(children2);

}

else

{

third\_mutate(children2);

}

}

childrens.add(children1);

childrens.add(children2);

}

public Chromosome first\_mutate(Chromosome parent)

{

Genome gen = new Genome(1);

parent.chromosome.add(gen);

return parent;

}

public Chromosome second\_mutate(Chromosome parent)

{

int tmp = (int)(Math.random() \* parent.chromosome.size());

parent.chromosome.remove(tmp);

return parent;

}

public Chromosome third\_mutate(Chromosome parent)

{

int tmp = (int)(Math.random() \* parent.chromosome.size());

parent.chromosome.remove(tmp);

Genome gen = new Genome(1);

parent.chromosome.add(gen);

return parent;

}

}